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ABSTRACT
Usually software product variants, developed by copy-paste-modify technique, are often a starting point for building Software Product Line. The distinguishing factor between traditional software engineering and software product line engineering is the variability. Traceability of variability in a software product line has been recognized as crucial factor for its success. This paper presents a method based on information retrieval namely, latent semantic indexing, to establish traceability links between object-oriented source code of product variants and its FM to support conversion from traditional software development into software product line development. Tracing and maintaining interrelationships between artifacts within a software system also are needed to automate derivation process, facilitate program comprehension, make the process of maintaining the system less dependent on individual experts.

Categories and Subject Descriptors
D.2.7 [Software Engineering]: Distribution, Maintenance, and Enhancement–Restructuring, reverse engineering, and reengineering; H.3.3 [Information Systems]: Information Search and Retrieval-Clustering, Information filtering.

General Terms
Theory, Design, Documentation.

Keywords
Traceability links, feature models, source code, variability, software product line, latent semantic indexing.

1. INTRODUCTION
Product variants often evolve over the time from an initial product to a family of similar product variants that meet the need of a large group of consumers. The successful development of the initial product attracts new customers. For example, Wingo Financial Management System (WFMS) was developed for Fudan University and then evolved many times so that WFMS systems have been now used in over 100 universities in China [17].
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Regarding to SPL artifacts, the development team can utilize the available reusable elements such as: source code, design documents, test cases, etc. to building the required SPL core assets.

These parts (FM and core asset model) must be connected to exploit them during SPL life cycle [12]. The traceability links between source code of product variants and its FM are used to automate products derivation process in order to automatically configures all the assets for a product according to the features selection from the FM, exploit source code as an important artifact in SPL core asset, ensure consistency between extracted FM and source code, facilitate program comprehension process, make the process of maintaining the system less dependent on individual experts and recovery of various architectural elements.
This paper proposes a method based on information retrieval (IR) methods namely, latent semantic indexing, to establish and maintain traceability links between source code of product variants and textual descriptions of features as representative of FM. Feature names and descriptions can be extracted from documentation and code comments.

IR has proven useful in many disciplines such as the management of huge scientific and legal literature, image extraction and speech recognition. We believe that IR techniques can provide a way to establish the traceability links between source code and FM. The remainder of the paper is organized as follows. Section 2 discusses background and related work. Section 3 shows the traceability link recovery process. Section 4 details latent semantic indexing. Section 5 shows the experimental results. Finally, Section 6 presents conclusions and feature work.

2. BACKGROUND & RELATED WORK

Software traceability is the ability to describe and follow the life of an artifact (requirements, code, tests, models, reports, plans, etc.) developed during the software lifecycle in both forward and backward directions (e.g., from requirements to the software architecture and the code components implementing them and vice-versa) [7].

Traceability relations refer to overlap, satisfiability, dependency, evolution, generalization/refinement, conflict and rationalization associations between various software artifacts [13]. In general, traceability relations can be classified as horizontal traceability or vertical traceability relations. The former type includes relations between different models, and the latter type includes relations between elements of the same model [10][15].

FM is a variability modeling technique widely used in SPL to cover the variability in all SPL life cycle from requirements to test cases [3]. Variability defines what the allowed combinations of features (also called configurations) are. FM consists of feature diagram and cross tree constraint like require and exclude constraints. Feature diagram is a tree like representation, the root of the tree refers to the complete system, tree nodes are features and tree edges represent dependency rules [14]. In the literature, there are many definitions of feature; in this paper we will consider the following definition [8]:

“A distinctively identifiable functional abstraction that must be implemented, tested, delivered, and maintained”

Many researchers attempted to establish traceability link via information retrieval (IR) approach [2][11]. IR-based approaches assume that all software artifacts are in textual format. Then, they compute textual similarity between two software artifacts using cosine similarity, e.g., a class and a requirement. The three IR methods which commonly used in traceability generation are probabilistic method, vector space method and latent semantic indexing.

Antonioli et al. [2] used probabilistic method (PM) and vector space model (VSM) to establish traceability links between source code and documentations. In each method, one type of particular artifacts treats as a query and another type of artifacts treats as a document. For example, source code treats as a query against requirements specification as a document and information is retrieved by literally matching terms in documents with a query.

Andrian et al. [11] used latent semantic indexing to establish traceability links between documentation and source code. In LSI, a query and a document can have cosine similarity even if they do not share any terms as long as their terms are semantically similar.

Ziadi et al. [20] proposed an approach to automate feature identification from the source code of similar products variants. This approach assumes that product variants use the same vocabulary to name packages, classes, attributes and methods; it treats the source code as a set of construction primitives and then applies an algorithm to identify features.

Ghanam et al. [6] presented an approach to link feature models to code artifacts using executable acceptance tests to ensure consistency between FM and code artifacts, and to trace the evolution of variability in the feature model.

3. OUR APPROACH TO RECOVER TRACEABILITY LINKS

This section describe our proposed approach to recovering traceability links between source code of product variants and its FM. Figure 2 gives an overview about the traceability links process. The inputs of this process are FM, features description and object-oriented source code of product variants. The figure also shows three main phases:

1. Variability point extraction: In this phase, the variability points are reversed engineered from the source code where it can reflect four types of variations: package variation, class variation, method variation and attribute variation. To process source code, a parser is used to extract all information from the source code.

2. Mapping between variability points and FM: In this phase, we defined a corresponding model between variability points in the source code and variable features of FM (see figure 3). This model defines a feature as a block of variations. Each block acts a set of variations that appear together in the source code. The variability (variable features) can be implemented by four types of variations: packages variation, class variation, method variation and attribute variation. This paper will consider just class variation as a variability point in the source code. Class variation means a set of classes that make the difference among product variants in term of the provided functionality.

3. Applying a traceability method: In this phase, we will use latent semantic indexing to recovering the traceability links between source code and FM.
4. LATENT SEMANTIC INDEXING (LSI)

LSI is a technique that projects queries and documents into a space with latent semantic dimensions. The basic assumption of LSI is that there exists some implicit relationships among the words of documents, that is to say, there are some latent semantic structures in free text. Semantic structure means an abstract semantic format which consists of semantic category and semantic relationship in natural languages [11].

LSI was developed to overcome problems that occur in the space vector model (VSM) namely, synonymy and polysemy, by replacing the original term–document matrix with an approximation. This is done using singular value decomposition (SVD), a technique originally used in signal processing to mitigate noise while preserving the original signal. Assuming that the original term–document matrix is noisy (the aforementioned synonymy and polysemy), the approximation is interpreted as a noise reduced – and thus better – model of the text corpus [9].

LSI will use feature descriptions as query to retrieve the classes related to the feature. In most object oriented languages class names are composed of concatenated terms like (EmailAddressFormatChecker) so that each term reflects partially the class functionality. We assume that programmers use meaningful names (i.e. names derived from the domain) to name classes.

Features descriptions and classes’ names must be manipulated and normalized to become suitable as input of LSI. This preprocessing step include: all capital letters must be transformed into lower case letters, removing stop-words (such as articles, punctuation marks, numbers, etc.), all classes’ names must be split into terms and performing word stemming.

LSI technique consists of the following steps [11]:

1. Constructing a term-document matrix whose \([i, j]\)th element refers to the association between the \(i\)th term and \(j\)th document. This matrix is called VSM space. We will measure the weight of each term using Term Frequency (TF). TF refers to number of times term \(i\) occurs in the document \(j\).

2. Decomposition VSM space LSI subspace by applying (SVD) to the term-document matrix. SVD is performed on the matrix to determine patterns in the relationships among the terms.

3. Computing the cosine similarity in LSI subspace by equation1.

\[
\text{Similarity}(Q, D) = \frac{\sum_{i=1}^{m} d_{ij} q_{i}}{\sqrt{\sum_{i=1}^{m} d_{ij}^2 \sum_{i=1}^{n} q_{i}^2}} \quad \text{(Eq1)}
\]

4. Filtering results according to a predetermined threshold, and then the traceability links between FM and source code are retrieved. In our work, the threshold is chosen in a heuristic way and its value is 0.5. This value means that classes that will be retrieved have a similarity with a feature description greater than or equal 0.5.

The effectiveness of IR methods is measured using IR metrics: recall, precision. For a given query, recall is the percentage of actual retrieved links over the total number of relevant links while precision is the percentage of correctly retrieved links to the total number of retrieved links (see equation 2 and 3) where (i) represents query set. [2].

Both measures have values between \([0, 1]\). If recall = 1, it means that all the correct links are recovered, however there could be recovered links that are not correct. If the precision=1, it means that all the recovered links are correct, however there could be correct links that were not recovered.

Choosing a higher threshold for the link recovery will result in higher precision, while lowering the threshold will increase the recall. In general, the result of higher precision is a lower recall (and vice versa).

It is important to mention her that LSI will be applied two times. First, to recover traceability links between common feature and common classes while the second time to recover traceability links between variable features and variable classes. We can extract common classes by conducting a lexical matching among product variants’ classes while common features can be extracted from FM. This task aims to recover traceability links with high precision by reducing number of classes.

5. EXPERIMENTAL RESULTS

In order to validate our approach as traceability recovering method between source code and FM, we will consider simple mobile media system to test this method. Figure 2, in the introduction section, represent a feature model for mobile media software. Favourites, Copy_Media and SMS_Transfer are optional features while View_Play_media and Basic_Operations are mandatory features. Media is alternative feature. Three configurations were chosen to realize three products including all mobile media features.

We assumed that each feature is described with certain words as shown in the table 1 below. For example, SMS_Transfer feature in the row 6 is described by (send sms, receive sms).

<table>
<thead>
<tr>
<th>#</th>
<th>Feature name and Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>photo (capture photo, compression photo, scrambling photo, count photo)</td>
</tr>
<tr>
<td>2</td>
<td>Music (play, generate tones, organize music)</td>
</tr>
<tr>
<td>3</td>
<td>Video (capture video, compression video, scrambling video)</td>
</tr>
<tr>
<td>4</td>
<td>Favourites (set favourites, view favourites, save favourites)</td>
</tr>
<tr>
<td>5</td>
<td>Copy_Media (copy media, store media)</td>
</tr>
<tr>
<td>6</td>
<td>SMS_Transfer (send sms, receive sms)</td>
</tr>
<tr>
<td>7</td>
<td>Basic_Operations (create media, delete media, edit media, label media, sorting media, move media, search media, save media)</td>
</tr>
<tr>
<td>8</td>
<td>View_Play_Media (view media, play media)</td>
</tr>
</tbody>
</table>

Also, we assumed that each feature is implemented with certain classes as shown in the table 2 below. For example,
**SMS Transfer** feature in the row 6 is implemented by (SendSMS and receiveSMS classes).

Table 2. Real implementations of features

<table>
<thead>
<tr>
<th>#</th>
<th>Features</th>
<th>Classe Name</th>
<th>Class Id</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>Photo</td>
<td>CapturePhoto</td>
<td>1</td>
</tr>
<tr>
<td></td>
<td></td>
<td>CompressionPhoto</td>
<td>2</td>
</tr>
<tr>
<td></td>
<td></td>
<td>ScramblingPhoto</td>
<td>3</td>
</tr>
<tr>
<td></td>
<td></td>
<td>CountPhoto</td>
<td>4</td>
</tr>
<tr>
<td>2</td>
<td>Music</td>
<td>GenerateTones</td>
<td>5</td>
</tr>
<tr>
<td></td>
<td></td>
<td>OrganizeMusic</td>
<td>6</td>
</tr>
<tr>
<td>3</td>
<td>Video</td>
<td>CaptureVideo</td>
<td>7</td>
</tr>
<tr>
<td></td>
<td></td>
<td>CompressionVideo</td>
<td>8</td>
</tr>
<tr>
<td></td>
<td></td>
<td>ScramblingVideo</td>
<td>9</td>
</tr>
<tr>
<td>4</td>
<td>Favourites</td>
<td>SetFavourites</td>
<td>10</td>
</tr>
<tr>
<td></td>
<td></td>
<td>ViewFavourites</td>
<td>11</td>
</tr>
<tr>
<td></td>
<td></td>
<td>SaveFavourites</td>
<td>12</td>
</tr>
<tr>
<td>5</td>
<td>Copy_Media</td>
<td>CopyMedia</td>
<td>13</td>
</tr>
<tr>
<td></td>
<td></td>
<td>StoreMedia</td>
<td>14</td>
</tr>
<tr>
<td>6</td>
<td>SMS_Transfer</td>
<td>SendSMS</td>
<td>15</td>
</tr>
<tr>
<td></td>
<td></td>
<td>receiveSMS</td>
<td>16</td>
</tr>
<tr>
<td></td>
<td></td>
<td>CreateMedia</td>
<td>17</td>
</tr>
<tr>
<td></td>
<td></td>
<td>DeleteMedia</td>
<td>18</td>
</tr>
<tr>
<td></td>
<td></td>
<td>EditMedia</td>
<td>19</td>
</tr>
<tr>
<td></td>
<td></td>
<td>LabelMedia</td>
<td>20</td>
</tr>
<tr>
<td></td>
<td></td>
<td>SortingMedia</td>
<td>21</td>
</tr>
<tr>
<td></td>
<td></td>
<td>MoveMedia</td>
<td>22</td>
</tr>
<tr>
<td></td>
<td></td>
<td>SearchMedia</td>
<td>23</td>
</tr>
<tr>
<td></td>
<td></td>
<td>SaveMedia</td>
<td>24</td>
</tr>
<tr>
<td></td>
<td></td>
<td>ViewMedia</td>
<td>25</td>
</tr>
<tr>
<td></td>
<td></td>
<td>PlayMedia</td>
<td>26</td>
</tr>
</tbody>
</table>

Table 3 summarizes the results we obtained on recovering the traceability links between source code and FM using LSI. The first column represents the threshold value of cosine similarity; column 2 represents the number of correct links recovered; column 3 represents the number of incorrect links recovered; column 4 represents the number of correct links that were not recovered; column 5 represents the total number of recovered links (correct + incorrect); and the last two columns the precision and recall values. LSI gives high precision and recall values.

Table 3. LSI results.

<table>
<thead>
<tr>
<th>Cosine threshold</th>
<th>Correct links retrieved</th>
<th>Incorrect links retrieved</th>
<th>Missed links recovered</th>
<th>Total links recovered</th>
<th>Precision</th>
<th>Recall</th>
</tr>
</thead>
<tbody>
<tr>
<td>0.5</td>
<td>21</td>
<td>3</td>
<td>5</td>
<td>24</td>
<td>87.50%</td>
<td>80.77%</td>
</tr>
</tbody>
</table>

6. CONCLUSIONS AND FUTURE WORK

This paper presents a method based on information retrieval namely, LSI, to establish traceability links between object-oriented source code of product variants and its FM, this traceability links is used to support conversion from traditional software development into SPL.

The results obtained in the simple reported case study proved that, in general, LSI can be used to recovering traceability links between FM and object oriented source code of product variants with high recall (80.77%) and precision (87.50%).

As future work we will consider other types of source code variations (package variation, method variation and attribute variation) and use all other information provided by the FM (such as cross tree constraints, alternative features and ect.) to recover more reliable traceability links.
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